**ALI HASSAN 03-135211-005**

**ASSIGNMENT 5**

**TASK 1**

#include <iostream>

using namespace std;

#define size 5

class Stack {

int\* stack\_arr;

int top;

int stack\_current;

public:

Stack();

void push(int);

int pop();

bool stack\_isEmpty();

bool stack\_isFull();

void display();

void enQueue(int, Stack\*);

int deQueue(Stack\*);

int totalVal();

};

Stack::Stack() {

stack\_arr = new int[size];

top = -1;

stack\_current = 0;

}

bool Stack::stack\_isEmpty() {

if (top == -1)

return true;

return false;

}

bool Stack::stack\_isFull() {

if (top == size - 1)

return true;

return false;

}

void Stack :: push(int val) {

if (stack\_isFull()) {

cout << "Cannot add more values, stack full!" << endl;

exit(0);

}

else {

stack\_arr[++top] = val;

stack\_current++;

}

}

int Stack::pop() {

int val = 0;

if (stack\_isEmpty()) {

cout << "cannot remove more values, stack empty!" << endl;

}

else {

val = stack\_arr[top];

top--;

}

return val;

}

void Stack::display() {

cout << "Qeueue: ";

for (int i = top; i >= 0; i--) {

cout << stack\_arr[i] << "\t";

}

}

void Stack::enQueue(int val, Stack\* s1) {

while (!s1->stack\_isEmpty()) {

this->push(s1->pop());

}

s1->push(val);

while (!this->stack\_isEmpty()) {

s1->push(this->pop());

}

}

int Stack:: deQueue(Stack \*s1) {

int val = 0;

string err = "Queue is empty!\n";

try {

if (s1->stack\_isEmpty())

throw err;

else {

val = s1->pop();

}

} catch(string err){

cout << err;

}

return val;

}

int Stack::totalVal() {

return stack\_current;

}

int main() {

Stack s1, s2;

s2.enQueue(4, &s1);

s2.enQueue(2, &s1);

s2.enQueue(0, &s1);

s1.display();

cout << endl;

cout << "value deQueued from queue: " << s1.deQueue(&s1) << endl;

s1.display();

return 0;

}

**Output:**

**![](data:image/png;base64,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)**

**Task 2:**

#include <iostream>

using namespace std;

#define que 5

class Queue {

public:

int\* arr;

int front;

int back;

int current;

//public:

Queue();

bool isEmpty();

bool isFull();

void enQueue(int);

int deQueue();

void display();

int queueLenght() {

return current;

}

};

Queue::Queue() {

arr = new int[que];

front = -1;

back = -1;

current = 0;

}

bool Queue::isEmpty() {

if (current == 0)

return true;

return false;

}

bool Queue::isFull() {

if (current == que)

return true;

return false;

}

void Queue::enQueue(int val) {

if (isFull()) {

cout << "Cannot add" << val << ", queue overflow" << endl;

}

else {

arr[++back] = val;

if (front == -1)

front++;

current++;

}

}

void Queue::display() {

for (int i = front; i <= back; i++) {

cout << arr[i] << "\t";

}

}

int Queue::deQueue() {

int val = 0;

if (isEmpty()) {

cout << "Dequeue stopped, queue underflow." << endl;

}

else {

val = arr[front];

front++;

current--;

}

return val;

}

template <class T>

T reveseQueue(Queue\* two) {

int\* elements;

int arr\_size = two->current;

elements = new int[arr\_size];

int i = 0;

while (!two->isEmpty()) {

elements[i] = two->deQueue();

i++;

}

for (int i = arr\_size - 1; i >= 0; i--) {

two->enQueue(elements[i]);

}

delete[] elements;

return \*two;

}

int main() {

Queue one, two;

one.enQueue(6);

one.enQueue(4);

one.enQueue(5);

one = reveseQueue<Queue>(&one);

one.display();

return 0;

}

**Output:**

**![](data:image/png;base64,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)**

**Task 3:**

#include <iostream>

using namespace std;

#define que 5

class Stack {

int\* stack\_arr;

int top;

int stack\_current;

public:

Stack();

void push(int);

int pop();

bool stack\_isEmpty();

bool stack\_isFull();

void display();

};

Stack::Stack() {

stack\_arr = new int[que];

top = -1;

stack\_current = 0;

}

bool Stack::stack\_isEmpty() {

if (top == -1)

return true;

return false;

}

bool Stack::stack\_isFull() {

if (top == que - 1)

return true;

return false;

}

void Stack::push(int val) {

if (stack\_isFull()) {

cout << "Cannot add more values, stack full!" << endl;

exit(0);

}

else {

stack\_arr[++top] = val;

stack\_current++;

}

}

int Stack::pop() {

int val = 0;

if (stack\_isEmpty()) {

cout << "cannot remove more values, stack empty!" << endl;

}

else {

val = stack\_arr[top];

top--;

}

return val;

}

void Stack::display() {

cout << "Qeueue: ";

for (int i = top; i >= 0; i--) {

cout << stack\_arr[i] << "\t";

}

}

class Queue {

public:

int\* arr;

int front;

int back;

int current;

//public:

Queue();

bool isEmpty();

bool isFull();

void enQueue(int);

int deQueue();

void display();

int queueLenght() {

return current;

}

};

Queue::Queue() {

arr = new int[que];

front = -1;

back = -1;

current = 0;

}

bool Queue::isEmpty() {

if (current == 0)

return true;

return false;

}

bool Queue::isFull() {

if (current == que)

return true;

return false;

}

void Queue::enQueue(int val) {

if (isFull()) {

cout << "Cannot add" << val << ", queue overflow" << endl;

}

else {

arr[++back] = val;

if (front == -1)

front++;

current++;

}

}

void Queue::display() {

for (int i = front; i <= back; i++) {

cout << arr[i] << "\t";

}

}

int Queue::deQueue() {

int val = 0;

if (isEmpty()) {

cout << "Dequeue stopped, queue underflow." << endl;

}

else {

val = arr[front];

front++;

current--;

}

return val;

}

template <class T>

T reveseQueue2(Queue\* two) {

Stack s;

while (!two->isEmpty()) {

s.push(two->deQueue());

}

while (!s.stack\_isEmpty()) {

two->enQueue(s.pop());

}

return \*two;

}

int main() {

Queue one, two;

one.enQueue(6);

one.enQueue(4);

one.enQueue(5);

one.enQueue(4);

one = reveseQueue2<Queue>(&one);

one.display();

return 0;

}

**Output:**

**![](data:image/png;base64,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)**

**Task 4:**

#include <iostream>

using namespace std;

#define que 5

template <class T>

T queueCount(T cunt) {

return cunt;

}

class Queue {

int\* arr;

int front;

int back;

int current;

public:

Queue();

bool isEmpty();

bool isFull();

void enQueue(int);

int deQueue();

void display();

int queueLenght() {

return current;

}

Queue reverseQueue(Queue\*);

};

Queue::Queue() {

arr = new int[que];

front = -1;

back = -1;

current = 0;

}

bool Queue::isEmpty() {

if (current == 0)

return true;

return false;

}

bool Queue::isFull() {

if (current == que)

return true;

return false;

}

void Queue::enQueue(int val) {

if (isFull()) {

cout << "Cannot add" << val << ", queue overflow" << endl;

}

else {

arr[++back] = val;

if (front == -1)

front++;

current++;

}

}

void Queue::display() {

for (int i = front; i <= back; i++) {

cout << arr[i] << "\t";

}

}

int Queue::deQueue() {

int val = 0;

if (isEmpty()) {

cout << "Dequeue stopped, queue underflow." << endl;

}

else {

val = arr[front];

front++;

current--;

}

return val;

}

Queue Queue::reverseQueue(Queue\* two) {

for (int i = this->back; i >= this->front; i--) {

two->enQueue(this->arr[i]);

}

return \*two;

}

int main() {

Queue one, two;

one.enQueue(6);

one.enQueue(5);

one.enQueue(4);

cout << queueCount<int>(one.queueLenght());

return 0;

}

**Output:**
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